The following standard LINQ query operators belong to **Conversion Operators**category  
ToList  
ToArray  
ToDictionary  
ToLookup  
Cast  
OfType  
AsEnumerable   
AsQueryable   
  
   
  
We discussed the following operators in [Part 15](http://csharp-video-tutorials.blogspot.com/2014/07/part-15-conversion-operators-in-linq.html)  
ToList  
ToArray  
ToDictionary  
ToLookup  
  
**In this video we will discuss**  
**1.** Cast and OfType operators  
**2.** Difference between Cast and OfType operators  
**3.** When to use one over the other  
  
**Cast operator**attempts to convert all of the items within an existing collection to another type and return them in a new collection. If an item fails conversion an exception will be thrown. This method uses deferred execution.  
  
**Example :**

using System;

using System.Collections;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    class Program

    {

        public static void Main()

        {

            ArrayList list = new ArrayList();

            list.Add(1);

            list.Add(2);

            list.Add(3);

            // The following item causes an exception

            // list.Add("ABC");

            IEnumerable<int> result = list.Cast<int>();

            foreach (int i in result)

            {

                Console.WriteLine(i);

            }

        }

    }

}

**Output :**   
![linq cast example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOgAAABsCAIAAADv6mnhAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAASASURBVHic7d1BdqIwGMDxMG+Ool309QT0BLSbrmY7O1y2m7kHLukRuppN8QT1BD4Xwl2YBYJJSEKwisb5/3aNEJPwGRI0qRAAAAAAAAAAgEDFWVnXdV2kly4I0PPTnJwWdZ5MWxJghB+GtDgr86RaPkaL1eTlAb4vLRgq4DqZelzg6hG4CBKBiyARuAgSgYsgEbgIEoGLm7H/rldVZvGlywUAAAAAAAAAAAAAAAAAAAAEQf1BLhsrIAhpIQVrWhC7CBLb2eAKDa852+yqCcoBjDIcuA93swnKAZxUnJUslERomscLDHARlLRgWTpCQ2eL8DRRS2eLoDBEQICMGzAxaAAAAAAAAAAAAAAAAAAAABeh/bKRXzQiBGkh/4qcrWwQJhao4wrx39Nxk1h/hnAokzOiFiFqJmdEL8LDRqO4Oj6Ts82uEmJ+T5+L6+ETuA93MyHK7frshQGOp+ykz25MCEczH+OxAgAAAAAAAAAAAAAAAAAgMHFW/q+LOm5kuwHTD8m1nzXeQjXxP0iL+tb3sjljj6u13sVdW3lOxGPpzvvTYiVE8nJTkYvAee1kI6+W3PdV7dYLh8+yPMBQ+jJ5l4buBWOiQs5P7jHirKzLLJZe7141LEf26m+awkgnmurikXmclXWdJ0LMXr/s1XV39bZmtOdgbxBjeZQxrqMxTVXutab1ol+EuXj7cvUj1niE0nZdldLi0HZ6ol4E7SPRiwGlPPs/hltazqQ50By1hrp4Zt5P1XYDcqz2V186NIwzB1eDGMrTvzzWcwdqbL3ol6IWT1staVo8qY8Ypb+NF3fssEtpwF4TyblpJbG+UXdc79o46uKXuTFQvG4DtoH3QA7OBvEJXOu5zsB1NNQUbEOF9uZS11+vYvkYzd/k1enV54f0Z/zreSZWf9+7hPW2bIcWm10lZq9f6mUyJjpsdpWWIi+W3+wqMbt7aN7547MSyZ99xulLohVVkeR1nSerRfR0KLqrLqMyVzKsdhu9PrPnX/Hwkd452BrEx1HnuhpqCrbArZaPUUsNWoskl4ZgedImr9/m0WKlDfqMiRp5TPf1OvOtz/rjs7ukQ6G1Wi4r46zTUpdRmSu0TSnW29LzyCNymJKtoSZwsm1GV4tIdQj396coiqLocVmJJG/D1JjYirOy6eij7iBfh+AaDq3t2+9lJZJc/+RY6zImc5nWEcX3c88jj8hhSo6Lfm6nCFzPm8T6bb5Y6QcaE5ubo3dYaG+zD67MJ7Sat0/ybtQyUJdRmUtnqDffhztT9dbbUphu0/45nJo+RJM/LhOPDLw4507G6aNhJtscojwdaE81JvZKoD6H0iZnrunU4SGNfRCtnKPO2a118cy8VyEtw95TDGE7sntndw4DDaKXx/HQx3lu73HSUENZ6/X9lyzGB257luFhoHGv3eENeKUjmlAfE7jDX/Zp55geIVmL55e5OnpXvkV3TUqVltEn9OYcBhtELc+YwFXKU6TdY19jqQa6iQkCN3xn3RiVXVdxJsQtAnTWL3Gu4hsiAAAAAAAAHOsfvOKNTKkhc7wAAAAASUVORK5CYII=)   
  
**OfType operator**will return only elements of the specified type. The other type elements are simply ignored and excluded from the result set.  
  
**Example :** In the example below, items **"4"**and **"ABC"**will be ignored from the result set. No exception will be thrown.

using System;

using System.Collections;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    class Program

    {

        public static void Main()

        {

            ArrayList list = new ArrayList();

            list.Add(1);

            list.Add(2);

            list.Add(3);

            list.Add("4");

            list.Add("ABC");

            IEnumerable<int> result = list.OfType<int>();

            foreach (int i in result)

            {

                Console.WriteLine(i);

            }

        }

    }

}

**Output** :   
![linq oftype example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOgAAABsCAIAAADv6mnhAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAASASURBVHic7d1BdqIwGMDxMG+Ool309QT0BLSbrmY7O1y2m7kHLukRuppN8QT1BD4Xwl2YBYJJSEKwisb5/3aNEJPwGRI0qRAAAAAAAAAAgEDFWVnXdV2kly4I0PPTnJwWdZ5MWxJghB+GtDgr86RaPkaL1eTlAb4vLRgq4DqZelzg6hG4CBKBiyARuAgSgYsgEbgIEoGLm7H/rldVZvGlywUAAAAAAAAAAAAAAAAAAAAEQf1BLhsrIAhpIQVrWhC7CBLb2eAKDa852+yqCcoBjDIcuA93swnKAZxUnJUslERomscLDHARlLRgWTpCQ2eL8DRRS2eLoDBEQICMGzAxaAAAAAAAAAAAAAAAAAAAABeh/bKRXzQiBGkh/4qcrWwQJhao4wrx39Nxk1h/hnAokzOiFiFqJmdEL8LDRqO4Oj6Ts82uEmJ+T5+L6+ETuA93MyHK7frshQGOp+ykz25MCEczH+OxAgAAAAAAAAAAAAAAAAAgMHFW/q+LOm5kuwHTD8m1nzXeQjXxP0iL+tb3sjljj6u13sVdW3lOxGPpzvvTYiVE8nJTkYvAee1kI6+W3PdV7dYLh8+yPMBQ+jJ5l4buBWOiQs5P7jHirKzLLJZe7141LEf26m+awkgnmurikXmclXWdJ0LMXr/s1XV39bZmtOdgbxBjeZQxrqMxTVXutab1ol+EuXj7cvUj1niE0nZdldLi0HZ6ol4E7SPRiwGlPPs/hltazqQ50By1hrp4Zt5P1XYDcqz2V186NIwzB1eDGMrTvzzWcwdqbL3ol6IWT1staVo8qY8Ypb+NF3fssEtpwF4TyblpJbG+UXdc79o46uKXuTFQvG4DtoH3QA7OBvEJXOu5zsB1NNQUbEOF9uZS11+vYvkYzd/k1enV54f0Z/zreSZWf9+7hPW2bIcWm10lZq9f6mUyJjpsdpWWIi+W3+wqMbt7aN7547MSyZ99xulLohVVkeR1nSerRfR0KLqrLqMyVzKsdhu9PrPnX/Hwkd452BrEx1HnuhpqCrbArZaPUUsNWoskl4ZgedImr9/m0WKlDfqMiRp5TPf1OvOtz/rjs7ukQ6G1Wi4r46zTUpdRmSu0TSnW29LzyCNymJKtoSZwsm1GV4tIdQj396coiqLocVmJJG/D1JjYirOy6eij7iBfh+AaDq3t2+9lJZJc/+RY6zImc5nWEcX3c88jj8hhSo6Lfm6nCFzPm8T6bb5Y6QcaE5ubo3dYaG+zD67MJ7Sat0/ybtQyUJdRmUtnqDffhztT9dbbUphu0/45nJo+RJM/LhOPDLw4507G6aNhJtscojwdaE81JvZKoD6H0iZnrunU4SGNfRCtnKPO2a118cy8VyEtw95TDGE7sntndw4DDaKXx/HQx3lu73HSUENZ6/X9lyzGB257luFhoHGv3eENeKUjmlAfE7jDX/Zp55geIVmL55e5OnpXvkV3TUqVltEn9OYcBhtELc+YwFXKU6TdY19jqQa6iQkCN3xn3RiVXVdxJsQtAnTWL3Gu4hsiAAAAAAAAHOsfvOKNTKkhc7wAAAAASUVORK5CYII=)   
  
**What is the difference between Cast and OfType operators**  
OfType operator returns only the elements of the specified type and the rest of the items in the collection will be ignored and excluded from the result.   
  
Cast operator will try to cast all the elements in the collection into the specified type. If some of the items fail conversion, InvalidCastException will be thrown.  
  
**When to use Cast over OfType and vice versa?**  
We would generally use Cast when the following 2 conditions are met  
**1.** We want to cast all the items in the collection &  
**2.** We know for sure the collection contains only elements of the specified type  
  
If we want to filter the elements and return only the ones of the specified type, then we would use OfType.